**Лабораторна робота №14 Написання програм з використанням функцій та файлів.**

**На період** карантину в дистанційній формі навчання потрібно використовувати замість **С++ Builder онлайн компілятор C++ Shell, який доступний за адресом** [**http://cpp.sh**](http://cpp.sh) (інструкція надана після тексту ЛР№3). При наявності на домашньому комп’ютері іншого компілятору С++ завдання можна виконати на ньому. Результати викласти на платформу коледжу в свій репозиторій та надсилати на електронну адресу викладача [**t.i.lumpova@gmail.com**](mailto:t.i.lumpova@gmail.com)у вигляді cpp-файлу з іменем у форматі

**<Номер групи><Номер лабораторної>[-<Номер завдання>] <Прізвищеанглійською>**

Наприклад,21-1Loban.cpp.

При відсутності можливості доступу до Інтернету текст програми набрати в Блокноті або WordPad Windows та надіслати на електронну адресу викладача

**Строк відсилки ЛР 20.05.2020.**

**Увага!** C++Shell не підтримує роботу з файлами.

Для роботи з файлами можна використати безкоштовний компілятор Dev-C++, який потрібно встановити на ваш комп’ютер. Скачати його можна за посиланням:

**https://sourceforge.net/projects/orwelldevcpp/**

Інструкція по роботі з компілятором надається за посиланням (але там забагато реклами та іншого сміття):

[**https://studopedia.ru/18\_64672\_pokrokove-vikonannya-programi.htm**](https://studopedia.ru/18_64672_pokrokove-vikonannya-programi.htm)

Якщо у Вас нема можливості встановити цю програму, то просто запишіть код виконання операцій роботи з файлами та надішліть на перевірку.

**Мета**: навчитися писати програми **на мові С++** в **консольному режимі** з використанням функцій та файлів**.**

**Методичні вказівки щодо організації самостійної роботи студентів**

1. Повторити Лекції 9, 10 теоретичні відомості з Практичних робіт №7,8 та з Лабораторних робіт №7 – 10, 12, а також до цієї Лабораторної роботи.
2. Запустити середовище програмування С++ .
3. Записати програму, що виконує завдання з пп.4. В першому рядку програми записати

*// ПТБД-21 Група № Прізвище*

вказавши номер своєї групи та своє прізвище.

Вхідні дані ввести, а результати вивести, використовуючи потокове введення-виведення даних.

**Мета**: навчитися писати програми з використанням з використанням файлів для введення/виведення даних сивів **на мові С++** в **консольному режимі.**

**Завдання.**

1. Прочитати (повторити) основні теоретичні відомості. Переглянути лекції №№10-11
2. Запустити середовище програмування С++ . Записати програму, що виконує 2 завдання (пп.3,4) шляхом виклику відповідної функції. В функціях повинен проводитися аналіз результатів звернення до файлу з обробленням помилок. В першому рядку програми записати

*// Група № Прізвище*

вказавши номер своєї групи та своє прізвище

1. Перша функція виконує такі дії:

* Запитує фразу;
* Записує її до бінарного файлу;
* Для перевірки запису файл відкривається для читання, зчитується інформація та виводиться на консоль;
* Запитує номер позиції для читання та кількість літер;
* Через команди прямого доступу зчитується запитаний фрагмент та виводиться на консоль.

1. Друга функція виконує такі дії:

- записує в бінарний файл дані про сканер із приведеної нижче структури scan\_info. Структура файлу: у перших двох байтах розміщується значення типу int, що визначає кількість зроблених у файл записів; далі без пропусків розміщаються записи про сканери. Дані про сканер можна занести ініціалізацією (відповідно, створивши масив структур) або ввести з клавіатури - 3–4 записи. Інформація по кожному сканеру перед записом до файлу виводиться на консоль;

- запитує номер потрібного запису, зчитує потрібну інформацію та виводить на консоль.

Для збереження даних про планшетні сканери описати структуру виду:

struct scan\_info{

char model[25]; // найменування моделі

int price; // ціна

double x\_size; // гориз. розмір обл. сканування

double y\_size; // вертик. розмір обл. сканування

int optr; // оптичне розрішення

int grey; // число градацій сірого

};

1. Результати надсилати на електронну адресу викладача [**t.i.lumpova@gmail.com**](mailto:t.i.lumpova@gmail.com)у вигляді cpp-файлу з іменем у форматі

**<Номер групи><Номер лабораторної><Прізвище англійською>**

Наприклад, 31-01Ivanov.cpp.

Іншим рішенням є надсилання поштою посилання на текст програми за URL адреси, яку надає C++Shell, вказавши в темі листа, номер групи прізвище студента та номер ПР.

В темі листа вказати, номер групи, прізвище студента та номер ПР як "ПР№8".

**Строк відсилки ПР для МІВТ/ЕТ-41 24.11.2020**

**МНТ/ЕТ- 41 24.11.2020.**

Всі запитання, що виникнуть, надсилайте на електронну адресу викладача, В темі листа вказати, номер групи, прізвище студента та номер ПР як "ПР№8" В темі листа вказати, номер групи, прізвище студента, номер ПР та фразу "Запитання".

**Увага!** C++Shell не підтримує роботу з файлами.

Для роботи з файлами можна використати безкоштовний компілятор Dev-C++, який потрібно встановити на ваш комп’ютер. Скачати його можна за посиланням:

**https://sourceforge.net/projects/orwelldevcpp/**

Інструкція по роботі з компілятором надається за посиланням (але там забагато реклами та іншого сміття):

**https://studopedia.ru/18\_64672\_pokrokove-vikonannya-programi.html**

Якщо у Вас нема можливості встановити цю програму, то просто запишіть код виконання операцій роботи з файлами та надішліть на перевірку.

**ТЕОРЕТИЧНІ ВІДОМОСТІ**

**Структуровані файли**

Структурований файл – це окремий випадок двійкового файлу. В якості порції даних в таких файлах використовують структури. Для ініціалізації, відкриття, зчитування та запису даних до структурованих файлів застосовуються ті ж самі функції,які використовуються при роботі з двійковими файлами. Структуровані файли дозволяють за одне звернення записати/зчитати всі поля структури, що значно пришвидшує роботу з файлом.

Приклад запису до файлу структури, що містить 2 поля – ціле (b.n - 4 байта) і дійсне (b.r - 4 байта):

**#include<stdio.h>**

**#include<windows.h>**

**#include"math.h"**

**int main()**

**{ system("color F0");**

**FILE\*f1;** // оголошення вказівника на файл

**struct{** // опис структури даних

**int n;**

**float r;} b;**

// відкриття файлу для запису

**f1 = fopen("file1","wb");**

**printf("Write to file");**

**for (int j = 1; j < 6; j++)**

**{**// заповнення полів структури

**b.n = j;b.r = sqrt(float(j));**

**//** запис елементу структури до файлу

**fwrite(&b, sizeof(b), 1, f1);**

**printf("\n%d %f", b.n, b.r);**

**}**

**fclose(f1); //** закрити файл

**printf("\n");**

**//** відкриття файлу для зчитування

**f1 = fopen("file1","rb");**

**printf("Read from file\n");**

**int k = 0; //** 0–для 1-го блоку

**while(!feof(f1)) //** доки не досягли кінця файлу

**{//** встановити вказівник перед зчитуваним блоком

**fseek(f1, (k)\*sizeof(b), SEEK\_SET);**

**//** зчитати блок даних розміром sizeof(b) – 1 елемент структури

**if(fread(&b, sizeof(b), 1, f1))**

**//** вивести результат на екран

**printf("%d %f\n", b.n, b.r);**

**k+=2; //** пропустити запис

**}**

**system("pause");**

**return 0;}**

Результат

![](data:image/png;base64,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)

***Пригадаємо.***

Обробка інформації, що зберігається у вигляді файлу передбачає наступні дії:

* визначення змінної – файлового покажчика;
* відкривання та закривання потоку;
* введення-виведення (символів, рядків, форматованих даних, порцій даних певної довжини);
* аналіз можливих помилок операцій введення-виведення;
* керування буферізацією потоку (розміром буферу);
* керування буферним покажчиком.

Потоки бувають двох типів: текстові та двійкові.

Кожний потік має керівну структуру типу FILE , що містить усю необхідну інформацію для роботи з ним. Змінна, що буде представляти потік визначається як покажчик на структуру типу FILE.

Наприклад:  
 FILE \*fp;

Змінна fp зображує потік у подальшій роботі з файлом.

Опис типу FILE , а також прототипи більшості функцій, макросів та констант файлової системи містяться у заголовному файлі <cstdio> (та <stdio.h>).

Потік можна відкрити для читання або/та запису в текстовому або двійковому режимі. Функція відкриття потоку має формат:

FILE \*fopen(const char \*filename, const char \*mode);

Якщо відкривання було успішним, функція повертає *покажчик файлу*, що містить всю необхідну для роботи з потоком інформацію; інакше функція повертає NULL.

Параметр filename – задає ім`я файлу у вигляді рядка в *стилі С*.

Параметр mode – визначає режим відкривання файлу.

* “r” – відкриття існуючого файлу для читання;
* “w” – створення нового файлу для запису (якщо файл з таким ім`ям існує – він перезаписується);
* “a” – відкриття існуючого файлу для додавання в його кінець нової інформації;
* “r+” – відкриття існуючого файлу для читання й запису;
* “w+” – створення нового файлу для читання й запису (перезаписується файл з таким ім`ям існує, якщо існує);
* “a+” – відкриття існуючого файлу для читання та додавання в його кінець нової інформації.

Режим може містити символи t – текстовий, або b – двійковий. По умовчанню передбачається текстовий режим (t).

Приклади

FILE \*fp;

fp = fopen(“file1.txt”, “a+”);

FILE \*f = fopen(“c:\\temp\\data.dat”, “rb+”);

FILE \*fp;

if (fp = fopen(“file2.txt”, “r”) == NULL)

{perror(“ERROR open file2.txt”); return 1;}

FILE \*fp = fopen(“.\\data.dat”, “w”);

Потік закривається або при завершенні програми, або явно функцією fclose:  
int fclose(FILE \* );

Якщо потік, заданий параметром-покажчиком файлу, був відкритий для запису, то перед закриттям у файл записуються данні, що містяться у буферах потоку. У випадку успішного закриття функція повертає 0, інакше – EOF.

Рекомендується завжди явно закривати потоки, що відкриті для запису, щоб уникнути втрати даних.  
 int fflush(FILE \* ); - примусово скидає буфер у файл.

Максимальна кількість одночасно відкритих файлів визначається макросом FOPEN\_MAX.

Операції введення/виведення завжди виконуються починаючи з поточної позиції потоку, що визначається *покажчиком потоку*. *Покажчик потоку* встановлюється при відкритті на початок, або кінець (в залежності від режиму відкриття) й змінюється автоматично при виконанні операцій введення/виведення. Поточне положення *покажчика потоку* можна отримати функціями ftell, fgetpos й задати функціями fseek, fsetpos . Ці функції не можна використовувати для *стандартних потоків*.

**Запис потоку байтів**

fwrite – записує об`єкт у файл, відкритий у двійковому режимі. Функція повертає кількість записаних об`єктів. *Формат*:  
size\_t fwrite(const void \*Buf, size\_t Size, size\_t Count, FILE \*fp);

Buf – покажчик на об`єкт;

Size – розмір об`єкту у байтах;

Count – кількість об`єктів, що записуються;

fp – файловий-покажчик.

#include <cstdio>

#include <iostream>

using namespace std;

int main() {

FILE \*fp = fopen("d:\\Tmp\\data1.dat", "wb");

struct Point {

int x, y;

} point;

point.x = 10; point.y = 20;

int x = fwrite(&point, sizeof(Point), 1, fp);

cout << x << endl;

system("pause"); return 0;

}

**Читання потоку байтів**

fread – зчитує об`єкт з файлу, відкритого у двійковому режимі. Функція повертає кількість зчитаних об`єктів. *Формат*:  
size\_t fread(void \*Buf, size\_t Size, size\_t Count, FILE \*fp);

Buf – покажчик на об`єкт;

Size – розмір об`єкту у байтах;

Count – кількість об`єктів, що записуються;

fp – файловий-покажчик.

**Обробка помилок**

Функції роботи з потоком повертають значення, які потрібно аналізувати й обробляти помилкові ситуації. Крім того використовують функції:

int feof(FILE \*) – повертає ненульове значення, якщо досягнутий кінець файлу й 0 у протилежному випадку.

int ferror(FILE \*) – повертає ненульове значення, якщо виявлена помилка введення/виведення й 0 у протилежному випадку.

До функцій потрібно звертатись відразу після виконання операцій з файлом.

**Функції для роботи з буферним покажчиком**

Дозволяють здійснювати читання та запис у файл з довільної позиції. Використовуються в основному для файлів відкритих у двійковому режимі.

long ftell(FILE \*fp) – повертає поточну позицію покажчика (при помилці ).

int fgetpos(FILE \*fp, fpos\_t \*pos) – записує поточну позицію покажчика у другий параметр, повертає 0, якщо помилок не має, інакше ненульове значення.

void rewind(FILE \*fp) – встановлює покажчик на початок файлу.

int fsetpos(FILE \*fp, const fpos\_t \*pos) – встановлює покажчик за параметром pos , повертає 0, якщо помилок не має, інакше ненульове значення.

int fseek(FILE \*fp, long offset, int origin) – встановлює покажчик згідно зміщення offset відносно позиції origin.

Для параметру origin можуть бути вказані макроси:  
SEEK\_SET – початок файлу;  
SEEK\_CUR – поточна позиція покажчика;  
SEEK\_END – кінець файлу.

Функції write() і read() зручно використовувати для організації прямого доступу до даних у файлі. Але для цього потрібні також функції члени, які дозволяють переміщати покажчик потоку в будь-яке місце файлу. Ці функції застосовуються при запису даних у файл та при їх читанні з файлу і мають відповідно вигляд:

in.seekp(n, dir);

in.seekg(n, dir);

де **in** — ім’я відповідного потоку (введення або виведення);

**n** — параметр, що вказує кількість байт, на яку треба перемістити покажчик потоку;

**dir** — необов’язковий параметр, що вказує на спосіб переміщення покажчика і приймає одне зі значень:

**ios::beg** — переміщення від початку файлу;

**ios::cur** — переміщення від поточної позиції;

**ios::end** — переміщення від кінця файлу.

Якщо параметр **dir** відсутній, то переміщення покажчика здійснюється з початку файлу.

Розглянемо програму, в яких використовуються методи прямого доступу до даних у файлі.

**Приклад**. Читання/запис масиву об’єктів у файл. Функції write(), read()

У прикладі використовуються функції write(), read() для роботи зі об’єктами класу BOOK, а саме:

* запис масиву об’єктів класу BOOK у файл;
* читання масиву об’єктів класу BOOK з файлу.

**#include <iostream>**

**#include <fstream>**

**#include <string.h>**

**#include <Windows.h>**

**using namespace std;**

**// Клас BOOK**

**class BOOK**

**{public:**

**char title[100]; // Назва книги**

**char author[70]; // Автор**

**int year; // Рік видання**

**float price; // вартість книги**

**};**

**// Запис масиву об’єктів в файл з допомогою функції write()**

**// читання масиву об’єктів з файлу з допомогою функції read()**

**bool Example7(const char \* filename)**

**{**

**// створити масив об’єктів**

**BOOK B[3] =**

**{**

**{ "Title-01", "Author-01", 2005, 100.95 },**

**{ "Title-02", "Author-02", 2008, 90.25 },**

**{ "Title-03", "Author-03", 2002, 180.50 }}**

**;**

**int n = 3; // кількість елементів у масиві**

**BOOK C[3]; // інший масив, з якого буде виконуватись читання**

**int n2; // кількість елементів у масиві C**

**int i;**

**// 1. Запис масиву об’єктів в файл**

**// outF - екземпляр файлу, в який здійснюється запис**

**ofstream outF(filename, ios::out | ios::binary);**

**if (!outF) return false;**

**// записати значення n**

**outF.write((char\*)&n, sizeof(int));**

**// запис масиву B[] в файл wf**

**for (i = 0; i < n; i++)**

**{**

**outF.write((char\*)&(B[i]), sizeof(BOOK));**

**}**

**cout << "Array is written\n" << endl;**

**// після закінчення роботи з файлом його потрібно закрити (обов'язково)**

**outF.close();**

**// 2. Читання масиву структур з файлу**

**// inF - екземпляр файлу, з якого здійснюється читання**

**ifstream inF(filename, ios::in | ios::binary);**

**if (!inF) return false;**

**cout << "Read the array...\n";**

**// Спочатку прочитати кількість записаних структур**

**inF.read((char\*)&n2, sizeof(int));**

**// цикл читання масиву об’єктів в змінну C**

**for (i = 0; i < n2; i++)**

**inF.read((char\*)&(C[i]), sizeof(BOOK));**

**inF.close(); // закрити файл**

**//**  **вивід масиву C на екран**

**cout << "Array C:" << endl;**

**for (i = 0; i < n2; i++)**

**{**

**cout << "Title = " << C[i].title << ", ";**

**cout << "Author = " << C[i].author << ", ";**

**cout << "Year = " << C[i].year << ", ";**

**cout << "Price = " << C[i].price << endl;**

**}**

**}**

**int main ()**

**{system("color F0");**

**string a="book.txt";**

**char c1[50]=" ";**

**strncpy(c1,a.c\_str(),a.length()+1);**

**if (Example7(c1))**

**{cout << "OK" << endl;**

**return 0;**

**}else return 1;**

**}**

Результат роботи
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